QuickStart

The Angular CLI is a *command line interface* tool that can create a project, add files, and perform a variety of ongoing development tasks such as testing, bundling, and deployment.

The goal in this guide is to build and run a simple Angular application in TypeScript, using the Angular CLI while adhering to the Style Guide recommendations that benefit *every* Angular project.

By the end of the chapter, you'll have a basic understanding of development with the CLI and a foundation for both these documentation samples and for real world applications.

 Step 1. Set up the Development Environment

You need to set up your development environment before you can do anything.

Install Node.js® and npm if they are not already on your machine.

Verify that you are running at least node 6.9.x and npm 3.x.x by running node -v and npm -v in a terminal/console window. Older versions produce errors, but newer versions are fine.

Then install the Angular CLI globally.

npm install -g @angular/cli

 Step 2. Create a new project

Open a terminal window.

Generate a new project and skeleton application by running the following commands:

ng new my-app

Patience, please. It takes time to set up a new project; most of it is spent installing npm packages.

 Step 3: Serve the application

Go to the project directory and launch the server.

cd my-app

ng serve --open

The ng serve command launches the server, watches your files, and rebuilds the app as you make changes to those files.

Using the --open (or just -o) option will automatically open your browser on http://localhost:4200/.

Your app greets you with a message:
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 Step 4: Edit your first Angular component

The CLI created the first Angular component for you. This is the *root component* and it is named app-root. You can find it in ./src/app/app.component.ts.

Open the component file and change the title property from *Welcome to app!!* to *Welcome to My First Angular App!!*:

src/app/app.component.ts

content\_copyexport class AppComponent {

title = 'My First Angular App';

}

The browser reloads automatically with the revised title. That's nice, but it could look better.

Open src/app/app.component.css and give the component some style.

src/app/app.component.css

content\_copyh1 {

color: #369;

font-family: Arial, Helvetica, sans-serif;

font-size: 250%;

}
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Looking good!

What's next?

That's about all you'd expect to do in a "Hello, World" app.

You're ready to take the Tour of Heroes Tutorial and build a small application that demonstrates the great things you can build with Angular.

Or you can stick around a bit longer to learn about the files in your brand new project.

Project file review

An Angular CLI project is the foundation for both quick experiments and enterprise solutions.

The first file you should check out is README.md. It has some basic information on how to use CLI commands. Whenever you want to know more about how Angular CLI works make sure to visit the Angular CLI repository and Wiki.

Some of the generated files might be unfamiliar to you.

The src folder

Your app lives in the src folder. All Angular components, templates, styles, images, and anything else your app needs go here. Any files outside of this folder are meant to support building your app.

src

app

app.component.css

app.component.html

app.component.spec.ts

app.component.ts

app.module.ts

assets

.gitkeep

environments

environment.prod.ts

environment.ts

favicon.ico

index.html

main.ts

polyfills.ts

styles.css

test.ts

tsconfig.app.json

tsconfig.spec.json

|  |  |
| --- | --- |
| **File** | **Purpose** |
| app/app.component.{ts,html,css,spec.ts} | Defines the AppComponent along with an HTML template, CSS stylesheet, and a unit test. It is the rootcomponent of what will become a tree of nested components as the application evolves. |
| app/app.module.ts | Defines AppModule, the root module that tells Angular how to assemble the application. Right now it declares only the AppComponent. Soon there will be more components to declare. |
| assets/\* | A folder where you can put images and anything else to be copied wholesale when you build your application. |
| environments/\* | This folder contains one file for each of your destination environments, each exporting simple configuration variables to use in your application. The files are replaced on-the-fly when you build your app. You might use a different API endpoint for development than you do for production or maybe different analytics tokens. You might even use some mock services. Either way, the CLI has you covered. |
| favicon.ico | Every site wants to look good on the bookmark bar. Get started with your very own Angular icon. |
| index.html | The main HTML page that is served when someone visits your site. Most of the time you'll never need to edit it. The CLI automatically adds all js and css files when building your app so you never need to add any <script> or <link> tags here manually. |
| main.ts | The main entry point for your app. Compiles the application with the JIT compiler and bootstraps the application's root module (AppModule) to run in the browser. You can also use the AOT compilerwithout changing any code by appending the--aot flag to the ng build and ng serve commands. |
| polyfills.ts | Different browsers have different levels of support of the web standards. Polyfills help normalize those differences. You should be pretty safe with core-js and zone.js, but be sure to check out the Browser Support guide for more information. |
| styles.css | Your global styles go here. Most of the time you'll want to have local styles in your components for easier maintenance, but styles that affect all of your app need to be in a central place. |
| test.ts | This is the main entry point for your unit tests. It has some custom configuration that might be unfamiliar, but it's not something you'll need to edit. |
| tsconfig.{app|spec}.json | TypeScript compiler configuration for the Angular app (tsconfig.app.json) and for the unit tests (tsconfig.spec.json). |

The root folder

The src/ folder is just one of the items inside the project's root folder. Other files help you build, test, maintain, document, and deploy the app. These files go in the root folder next to src/.

my-app

e2e

app.e2e-spec.ts

app.po.ts

tsconfig.e2e.json

node\_modules/...

src/...

.angular-cli.json

.editorconfig

.gitignore

karma.conf.js

package.json

protractor.conf.js

README.md

tsconfig.json

tslint.json

## Angular components

The page you see is the application shell. The shell is controlled by an Angular **component** named AppComponent.

Components are the fundamental building blocks of Angular applications. They display data on the screen, listen for user input, and take action based on that input.

## Change the application title

Open the project in your favorite editor or IDE and navigate to the src/app folder.

You'll find the implementation of the shell AppComponent distributed over three files:

1. app.component.ts— the component class code, written in TypeScript.
2. app.component.html— the component template, written in HTML.
3. app.component.css— the component's private CSS styles.

Open the component class file (app.component.ts) and change the value of the title property to 'Tour of Heroes'.

app.component.ts (class title property)

content\_copytitle = 'Tour of Heroes';

Open the component template file (app.component.html) and delete the default template generated by the Angular CLI. Replace it with the following line of HTML.

app.component.html (template)

content\_copy<h1>{{title}}</h1>

The double curly braces are Angular's interpolation binding syntax. This interpolation binding presents the component's title property value inside the HTML header tag.

The browser refreshes and displays the new application title.

## Add application styles

Most apps strive for a consistent look across the application. The CLI generated an empty styles.css for this purpose. Put your application-wide styles there.

Here's an excerpt from the styles.css for the Tour of Heroes sample app.

src/styles.css (excerpt)

content\_copy/\* Application-wide Styles \*/

h1 {

color: #369;

font-family: Arial, Helvetica, sans-serif;

font-size: 250%;

}

h2, h3 {

color: #444;

font-family: Arial, Helvetica, sans-serif;

font-weight: lighter;

}

body {

margin: 2em;

}

body, input[text], button {

color: #888;

font-family: Cambria, Georgia;

}

/\* everywhere else \*/

\* {

font-family: Arial, Helvetica, sans-serif;

}

## Final code review

The source code for this tutorial and the complete Tour of Heroes global styles are available in the live example / download example.

Here are the code files discussed on this page.

src/app/app.component.ts

src/app/app.component.html

src/styles.css (excerpt)

content\_copyimport { Component } from '@angular/core';

@Component({

selector: 'app-root',

templateUrl: './app.component.html',

styleUrls: ['./app.component.css']

})

export class AppComponent {

title = 'Tour of Heroes';

}

**Style and CSS in Angular**

When you use the Angular CLI to generate an Angular project, by default it will setup the project to work with standard CSS.

However, if you wish to use Sass or SCSS, you add the --style prefix as such:

// Starting a project with standard CSS

> ng new project-name

// Starting a project with Sass

> ng new project-name --style=sass

// Starting a project with SCSS

> ng new project-name --style=scss

We already generated a project with standard CSS in this course, so we will continue on assuming you generated it without the **--style** prefix.

## Inline CSS vs. External CSS Stylesheets

When you use the Angular CLI to generate a project, by default it will setup your components to work with external stylesheets.

Whether you're using inline or external CSS, they're both defined within the component decorator.

An external stylesheet is defined by the **styleUrls**property:

@Component({

// Other properties removed

styleUrls: ['./app.component.css']

})

This way, all of the CSS that's specific to this component's template, will be placed in a separate CSS file. This is useful when you're dealing with a lot of CSS and do not want that CSS cluttering your component code.

Should you prefer to write inline CSS within the component decorator, you can change the **styleUrls** property to **styles**.

@Component({

// Other properties removed

styles: [`

h1 {

text-decoration:underline;

}

`]

})

This way, we can use backticks to allow us to define multi-line CSS, and our CSS declarations are written inline. This is useful when you have very few CSS declarations, or just prefer to write inline CSS within your component.

## Changing CSS through Class Binding

Sometimes you need to change CSS on the fly. Angular allows you to add or remove CSS classes based on component logic.

To change CSS classes, in your **app.component.html** template:

<h1 [class]="titleClass">

{{title}}

</h1>

Then, in the component class we define a **titleClass** property:

export class AppComponent {

title = 'Hello!';

titleClass = 'red-title';

}

As you can see, we've bound **titleClass** to a string called **red-title**, which is the name of a CSS class that we have to define. So, in the **styles** property, we can define that class:

styles: [`

h1 {

text-decoration:underline;

}

.red-title {

color:red;

}

`]

Now, if you run **ng serve** at the console and view the project at **http://localhost:4200**, you will see that the **Hello!** text is red.

Class binding is useful in a real-world context because it allows you to control which CSS class is attached to the property that **[class]** is bound to.

You can also designate the CSS class right in the class binding within the template:

<h1 [class.red-title]="titleClass">

{{title}}

</h1>

Then, **titleClass** in your component code can either be bound to some value, or **false**, which will result in the class being removed from the element. Try changing **titleClass** to false and the title will no longer remain red.

## Changing CSS through Style Binding

Changing the style attribute is just another form of property binding. So, using our example above, change the template to:

<h1 [style.color]="titleStyle">

{{title}}

</h1>

Then, change our **titleClass** property in the component class to:

titleStyle = 'red';

You can also control the value of the specified CSS property, within the template expression itself:

<h1 [style.color]="titleStyle ? 'green' : 'pink'">

{{title}}

</h1>

This way, if **titleStyle** is defined, it will appear green. Otherwise, if it does not exist, or is bound to **false**, it will appear pink.

## Changing Multiple CSS Styles & Classes

You can bind the **ngStyle** and **ngClass** directives to a property. This property can control multiple styles or classes.

Change the template HTML to:

<h1 [ngClass]="titleClasses">

{{title}}

</h1>

Then, change the component class to:

titleClasses = {

'red-title': true,

'large-title': true

}

In the styles property of the component decorator, add the **large-title** class:

.large-title {

font-size:4em;

}

Now, both of the classes that are defined as being **true** in the **titleClasses** object will be attached to the h1 element.

It's the same approach for changing multiple styles through the **ngStyle** directive:

<h1 [ngStyle]="titleStyles">

{{title}}

</h1>

And in the component class:

titleStyles = {

'color': 'red',

'font-size' : '4em'

}

**Add Bootstrap in Project**

npm install --save bootstrap

**npm install --save bootstrap**

$ npm install bootstrap@3 jquery –save

* *node\_modules/jquery/dist/jquery.min.js*
* *node\_modules/bootstrap/dist/css/bootstrap.min.css*
* *node\_modules/bootstrap/dist/js/bootstrap.min.js*

Then add this line "../node\_modules/bootstrap/dist/css/bootstrap.min.css" to angular-cli.json file (root folder) in styles

"styles": [

"../node\_modules/bootstrap/dist/css/bootstrap.min.css",

"styles.css"

],

* by adding the file paths to the styles and scripts array in file *.angular-cli.json*:

"styles": [

"styles.css",

"../node\_modules/bootstrap/dist/css/bootstrap.min.css"

],

"scripts": [

"../node\_modules/jquery/dist/jquery.min.js",

"../node\_modules/bootstrap/dist/js/bootstrap.min.js"

],

## Using Ng-Bootstrap

Ng-Bootstrap contains a set of native Angular directives based on Bootstrap’s markup and CSS. As a result no dependency on jQuery or Bootstrap’s JavaScript is required. Ng-Bootstrap is based on Bootstrap 4 and can be added to your Angular project is the following way.

Ng-Bootstrap is available as a NPM package, so the installation can be done by using the following command in the project directory:

npm install --save @ng-bootstrap/ng-bootstrap

Furthermore Ng-Bootstrap required Bootstrap 4 to be added to our project. Install it via:

$ npm install bootstrap@4.0.0-alpha.6

Now add *bootstrap.min.css*, *jquery.min.js* and *bootstrap.min.js* to you *.angular-cli.json* file, like we did it before.

Once installed you need to import Ng-Bootstrap’s main module *NgbModule* from the package *@ng-bootstrap/ng-bootstrap*. Add the following import statement to*app.module.ts*:

import {NgbModule} from '@ng-bootstrap/ng-bootstrap';

Next, we need to add this module to the imports array of the *@NgModule*decorator. If you want to import *NgbModule* in your root module (e.g. *AppModule*) you need to call the *forRoot()* factory method, as you can see in the following:

@NgModule({

declarations: [AppComponent, ...],

imports: [NgbModule.forRoot(), ...],

bootstrap: [AppComponent]

})

export class AppModule {

}

If you want to import *NgbModule* in other modules (child modules of your root application module) you need to add it without calling the *forRoot()* method:

@NgModule({

declarations: [OtherComponent, ...],

imports: [NgbModule, ...]

})

export class OtherModule {

}

### Ng-Bootstrap Components

Having imported *NgbModule* in your Angular application you can now make use of the Ng-Bootstrap components in your templates. The following components are available:

* Accordion
* Alert
* Buttons
* Carousel
* Collapse
* Datepicker
* Dropdown
* Modal
* Pagination
* Popover
* Progressbar
* Rating
* Tabs
* Timepicker
* Tooltip
* Typeahead

Let’s

Let’s try it out and use some of these components in *app.component.html*:

<div class="container">

<ngb-tabset>

<ngb-tab title="Simple">

<template ngbTabContent>

<p>This is the content of the first tab!</p>

<ngb-alert [dismissible]="false">

<strong>Warning!</strong> This is an alert!

</ngb-alert>

</template>

</ngb-tab>

<ngb-tab>

<template ngbTabTitle><b>Fancy</b> title</template>

<template ngbTabContent>

<p>This is the content of the second tab!</p>

<p><ngb-progressbar type="success" [value]="25"></ngb-progressbar></p>

<p><ngb-progressbar type="info" [value]="50"></ngb-progressbar></p>

<p><ngb-progressbar type="warning" [value]="75"></ngb-progressbar></p>

<p><ngb-progressbar type="danger" [value]="100"></ngb-progressbar></p>

</template>

</ngb-tab>

<ngb-tab title="Disabled" [disabled]="true">

<template ngbTabContent>

<p>This tab is disabled</p>

</template>

</ngb-tab>

</ngb-tabset>

</div>

The result can be seen in the following:
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Create the heroes component

Using the Angular CLI, generate a new component named heroes.

content\_copyng generate component heroes

The CLI creates a new folder, src/app/heroes/ and generates the three files of the HeroesComponent.

The HeroesComponent class file is as follows:

app/heroes/heroes.component.ts (initial version)

content\_copyimport { Component, OnInit } from '@angular/core';

@Component({

selector: 'app-heroes',

templateUrl: './heroes.component.html',

styleUrls: ['./heroes.component.css']

})

export class HeroesComponent implements OnInit {

constructor() { }

ngOnInit() {

}

}

You always import the Component symbol from the Angular core library and annotate the component class with @Component.

@Component is a decorator function that specifies the Angular metadata for the component.

The CLI generated three metadata properties:

1. selector— the component's CSS element selector
2. templateUrl— the location of the component's template file.
3. styleUrls— the location of the component's private CSS styles.

The CSS element selector, 'app-heroes', matches the name of the HTML element that identifies this component within a parent component's template.

The ngOnInit is a lifecycle hook Angular calls ngOnInit shortly after creating a component. It's a good place to put initialization logic.

Always export the component class so you can import it elsewhere ... like in the AppModule.

Add a *hero* property

Add a hero property to the HeroesComponent for a hero named "Windstorm."

heroes.component.ts (hero property)

content\_copyhero = 'Windstorm';

Show the hero

Open the heroes.component.html template file. Delete the default text generated by the Angular CLI and replace it with a data binding to the new hero property.

heroes.component.html

content\_copy{{hero}}

Show the *HeroesComponent* view

To display the HeroesComponent, you must add it to the template of the shell AppComponent.

Remember that app-heroes is the element selector for the HeroesComponent. So add an <app-heroes> element to the AppComponenttemplate file, just below the title.

src/app/app.component.html

content\_copy<h1>{{title}}</h1>

<app-heroes></app-heroes>

Assuming that the CLI ng serve command is still running, the browser should refresh and display both the application title and the hero name.

Create a Hero class

A real hero is more than a name.

Create a Hero class in its own file in the src/app folder. Give it id and name properties.

src/app/hero.ts

content\_copyexport class Hero {

id: number;

name: string;

}

Return to the HeroesComponent class and import the Hero class.

Refactor the component's hero property to be of type Hero. Initialize it with an id of 1 and the name Windstorm.

The revised HeroesComponent class file should look like this:

src/app/heroes/heroes.component.ts

content\_copyimport { Component, OnInit } from '@angular/core';

import { Hero } from '../hero';

@Component({

selector: 'app-heroes',

templateUrl: './heroes.component.html',

styleUrls: ['./heroes.component.css']

})

export class HeroesComponent implements OnInit {

hero: Hero = {

id: 1,

name: 'Windstorm'

};

constructor() { }

ngOnInit() {

}

}

The page no longer displays properly because you changed the hero from a string to an object.

Show the hero object

Update the binding in the template to announce the hero's name and show both id and name in a details layout like this:

heroes.component.html (HeroesComponent's template)

content\_copy<h2>{{ hero.name }} Details</h2>

<div><span>id: </span>{{hero.id}}</div>

<div><span>name: </span>{{hero.name}}</div>

The browser refreshes and display's the hero's information.

Format with the *UppercasePipe*

Modify the hero.name binding like this.

content\_copy<h2>{{ hero.name | uppercase }} Details</h2>

The browser refreshes and now the hero's name is displayed in capital letters.

The word uppercase in the interpolation binding, right after the pipe operator ( | ), activates the built-in UppercasePipe.

Pipes are a good way to format strings, currency amounts, dates and other display data. Angular ships with several built-in pipes and you can create your own.

Edit the hero

Users should be able to edit the hero name in an <input> textbox.

The textbox should both *display* the hero's name property and *update* that property as the user types. That means data flow from the component class *out to the screen* and from the screen *back to the class*.

To automate that data flow, setup a two-way data binding between the <input> form element and the hero.name property.

Two-way binding

Refactor the details area in the HeroesComponent template so it looks like this:

src/app/heroes/heroes.component.html (HeroesComponent's template)

content\_copy<div>

<label>name:

<input [(ngModel)]="hero.name" placeholder="name">

</label>

</div>

[(ngModel)] is Angular's two-way data binding syntax.

Here it binds the hero.name property to the HTML textbox so that data can flow *in both directions:* from the hero.name property to the textbox, and from the textbox back to the hero.name.

The missing *FormsModule*

Notice that the app stopped working when you added [(ngModel)].

To see the error, open the browser development tools and look in the console for a message like

content\_copyTemplate parse errors:

Can't bind to 'ngModel' since it isn't a known property of 'input'.

Although ngModel is a valid Angular directive, it isn't available by default.

It belongs to the optional FormsModule and you must *opt-in* to using it.

*AppModule*

Angular needs to know how the pieces of your application fit together and what other files and libraries the app requires. This information is called *metadata*

Some of the metadata is in the @Component decorators that you added to your component classes. Other critical metadata is in @NgModule decorators.

The most important @NgModuledecorator annotates the top-level AppModule class.

The Angular CLI generated an AppModule class in src/app/app.module.ts when it created the project. This is where you *opt-in* to the FormsModule.

Import *FormsModule*

Open AppModule (app.module.ts) and import the FormsModule symbol from the @angular/forms library.

app.module.ts (FormsModule symbol import)

content\_copyimport { FormsModule } from '@angular/forms'; // <-- NgModel lives here

Then add FormsModule to the @NgModule metadata's imports array, which contains a list of external modules that the app needs.

app.module.ts ( @NgModule imports)

content\_copyimports: [

BrowserModule,

FormsModule

],

When the browser refreshes, the app should work again. You can edit the hero's name and see the changes reflected immediately in the <h2> above the textbox.

Declare *HeroesComponent*

Every component must be declared in *exactly one* NgModule.

*You* didn't declare the HeroesComponent. So why did the application work?

It worked because the Angular CLI declared HeroesComponent in the AppModule when it generated that component.

Open src/app/app.module.ts and find HeroesComponent imported near the top.

content\_copyimport { HeroesComponent } from './heroes/heroes.component';

The HeroesComponent is declared in the @NgModule.declarations array.

content\_copydeclarations: [

AppComponent,

HeroesComponent

],

Note that AppModule declares both application components, AppComponent and HeroesComponent.

Final code review

Your app should look like this live example / download example. Here are the code files discussed on this page.

src/app/heroes/heroes.component.ts

src/app/heroes/heroes.component.html

src/app/app.module.ts

src/app/app.component.ts

src/app/app.component.html

src/app/hero.ts

content\_copy

1. import { Component, OnInit } from '@angular/core';
2. import { Hero } from '../hero';
4. @Component({
5. selector: 'app-heroes',
6. templateUrl: './heroes.component.html',
7. styleUrls: ['./heroes.component.css']
8. })
9. export class HeroesComponent implements OnInit {
10. hero: Hero = {
11. id: 1,
12. name: 'Windstorm'
13. };
15. constructor() { }
17. ngOnInit() {
18. }
20. }

# Display a Heroes List

In this page, you'll expand the Tour of Heroes app to display a list of heroes, and allow users to select a hero and display the hero's details.

## Create mock heroes

You'll need some heroes to display.

Eventually you'll get them from a remote data server. For now, you'll create some mock heroes and pretend they came from the server.

Create a file called mock-heroes.ts in the src/app/ folder. Define a HEROES constant as an array of ten heroes and export it. The file should look like this.

src/app/mock-heroes.ts

content\_copy

import { Hero } from './hero';

export const HEROES: Hero[] = [

{ id: 11, name: 'Mr. Nice' },

{ id: 12, name: 'Narco' },

{ id: 13, name: 'Bombasto' },

{ id: 14, name: 'Celeritas' },

{ id: 15, name: 'Magneta' },

{ id: 16, name: 'RubberMan' },

{ id: 17, name: 'Dynama' },

{ id: 18, name: 'Dr IQ' },

{ id: 19, name: 'Magma' },

{ id: 20, name: 'Tornado' }

];

## Displaying heroes

You're about to display the list of heroes at the top of the HeroesComponent.

Open the HeroesComponent class file and import the mock HEROES.

src/app/heroes/heroes.component.ts (import HEROES)

content\_copyimport { HEROES } from '../mock-heroes';

Add a heroes property to the class that exposes these heroes for binding.

content\_copyheroes = HEROES;

### List heroes with \*ngFor

Open the HeroesComponent template file and make the following changes:

* Add an <h2> at the top,
* Below it add an HTML unordered list (<ul>)
* Insert an <li> within the <ul> that displays properties of a hero.
* Sprinkle some CSS classes for styling (you'll add the CSS styles shortly).

Make it look like this:

heroes.component.html (heroes template)

content\_copy<h2>My Heroes</h2>

<ul class="heroes">

<li>

<span class="badge">{{hero.id}}</span> {{hero.name}}

</li>

</ul>

Now change the <li> to this:

content\_copy

<li \*ngFor="let hero of heroes">

The \*ngFor is Angular's repeater directive. It repeats the host element for each element in a list.

In this example

* <li> is the host element
* heroes is the list from the HeroesComponent class.
* hero holds the current hero object for each iteration through the list.

Don't forget the asterisk (\*) in front of ngFor. It's a critical part of the syntax.

After the browser refreshes, the list of heroes appears.

### Style the heroes

The heroes list should be attractive and should respond visually when users hover over and select a hero from the list.

In the first tutorial, you set the basic styles for the entire application in styles.css. That stylesheet didn't include styles for this list of heroes.

You could add more styles to styles.css and keep growing that stylesheet as you add components.

You may prefer instead to define private styles for a specific component and keep everything a component needs— the code, the HTML, and the CSS —together in one place.

This approach makes it easier to re-use the component somewhere else and deliver the component's intended appearance even if the global styles are different.

You define private styles either inline in the @Component.styles array or as stylesheet file(s) identified in the @Component.styleUrlsarray.

When the CLI generated the HeroesComponent, it created an empty heroes.component.css stylesheet for the HeroesComponent and pointed to it in @Component.styleUrls like this.

src/app/heroes/heroes.component.ts (@Component)

content\_copy@Component({

selector: 'app-heroes',

templateUrl: './heroes.component.html',

styleUrls: ['./heroes.component.css']

})

Open the heroes.component.css file and paste in the private CSS styles for the HeroesComponent. You'll find them in the final code review at the bottom of this guide.

Styles and stylesheets identified in @Component metadata are scoped to that specific component. The heroes.component.css styles apply only to the HeroesComponent and don't affect the outer HTML or the HTML in any other component.

## Master/Detail

When the user clicks a hero in the **master** list, the component should display the selected hero's **details** at the bottom of the page.

In this section, you'll listen for the hero item click event and update the hero detail.

### Add a click event binding

Add a click event binding to the <li> like this:

heroes.component.html (template excerpt)

content\_copy<li \*ngFor="let hero of heroes" (click)="onSelect(hero)">

This is an example of Angular's event binding syntax.

The parentheses around click tell Angular to listen for the <li> element's click event. When the user clicks in the <li>, Angular executes the onSelect(hero) expression.

onSelect() is a HeroesComponent method that you're about to write. Angular calls it with the hero object displayed in the clicked <li>, the same hero defined previously in the \*ngFor expression.

### Add the click event handler

Rename the component's hero property to selectedHero but don't assign it. There is no selected hero when the application starts.

Add the following onSelect() method, which assigns the clicked hero from the template to the component's selectedHero.

src/app/heroes/heroes.component.ts (onSelect)

content\_copyselectedHero: Hero;

onSelect(hero: Hero): void {

this.selectedHero = hero;

}

### Update the details template

The template still refers to the component's old hero property which no longer exists. Rename hero to selectedHero.

heroes.component.html (selected hero details)

content\_copy<h2>{{ selectedHero.name | uppercase }} Details</h2>

<div><span>id: </span>{{selectedHero.id}}</div>

<div>

<label>name:

<input [(ngModel)]="selectedHero.name" placeholder="name">

</label>

</div>

### Hide empty details with \*ngIf

After the browser refreshes, the application is broken.

Open the browser developer tools and look in the console for an error message like this:

content\_copyHeroesComponent.html:3 ERROR TypeError: Cannot read property 'name' of undefined

Now click one of the list items. The app seems to be working again. The heroes appear in a list and details about the clicked hero appear at the bottom of the page.

#### What happened?

When the app starts, the selectedHero is undefined by design.

Binding expressions in the template that refer to properties of selectedHero — expressions like {{selectedHero.name}} — must failbecause there is no selected hero.

#### The fix

The component should only display the selected hero details if the selectedHero exists.

Wrap the hero detail HTML in a <div>. Add Angular's \*ngIf directive to the <div> and set it to selectedHero.

Don't forget the asterisk (\*) in front of ngIf. It's a critical part of the syntax.

src/app/heroes/heroes.component.html (\*ngIf)

content\_copy<div \*ngIf="selectedHero">

<h2>{{ selectedHero.name | uppercase }} Details</h2>

<div><span>id: </span>{{selectedHero.id}}</div>

<div>

<label>name:

<input [(ngModel)]="selectedHero.name" placeholder="name">

</label>

</div>

</div>

After the browser refreshes, the list of names reappears. The details area is blank. Click a hero and its details appear.

#### Why it works

When selectedHero is undefined, the ngIf removes the hero detail from the DOM. There are no selectedHero bindings to worry about.

When the user picks a hero, selectedHero has a value and ngIf puts the hero detail into the DOM.

### Style the selected hero

It's difficult to identify the selected hero in the list when all <li> elements look alike.

If the user clicks "Magneta", that hero should render with a distinctive but subtle background color like this:

![Selected hero](data:image/png;base64,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)

That selected hero coloring is the work of the .selected CSS class in the styles you added earlier. You just have to apply the .selected class to the <li> when the user clicks it.

The Angular class binding makes it easy to add and remove a CSS class conditionally. Just add [class.some-css-class]="some-condition" to the element you want to style.

Add the following [class.selected] binding to the <li> in the HeroesComponent template:

heroes.component.html (toggle the 'selected' CSS class)

content\_copy[class.selected]="hero === selectedHero"

When the current row hero is the same as the selectedHero, Angular adds the selected CSS class. When the two heroes are different, Angular removes the class.

The finished <li> looks like this:

heroes.component.html (list item hero)

content\_copy<li \*ngFor="let hero of heroes"

[class.selected]="hero === selectedHero"

(click)="onSelect(hero)">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</li>

## Final code review

Your app should look like this live example / download example.

Here are the code files discussed on this page, including the HeroesComponent styles.

src/app/heroes/heroes.component.ts

src/app/heroes/heroes.component.html

src/app/heroes/heroes.component.css

content\_copy

1. import { Component, OnInit } from '@angular/core';
2. import { Hero } from '../hero';
3. import { HEROES } from '../mock-heroes';
5. @Component({
6. selector: 'app-heroes',
7. templateUrl: './heroes.component.html',
8. styleUrls: ['./heroes.component.css']
9. })
10. export class HeroesComponent implements OnInit {
12. heroes = HEROES;
14. selectedHero: Hero;

17. constructor() { }
19. ngOnInit() {
20. }
22. onSelect(hero: Hero): void {
23. this.selectedHero = hero;
24. }
25. }

Master/Detail Components

At the moment, the HeroesComponent displays both the list of heroes and the selected hero's details.

Keeping all features in one component as the application grows will not be maintainable. You'll want to split up large components into smaller sub-components, each focused on a specific task or workflow.

In this page, you'll take the first step in that direction by moving the hero details into a separate, reusable HeroDetailsComponent.

The HeroesComponent will only present the list of heroes. The HeroDetailsComponent will present details of a selected hero.

Make the HeroDetailComponent

Use the Angular CLI to generate a new component named hero-detail.

content\_copyng generate component hero-detail

The command scaffolds the HeroDetailComponent files and declares the component in AppModule.

Write the template

Cut the HTML for the hero detail from the bottom of the HeroesComponent template and paste it over the generated boilerplate in the HeroDetailComponent template.

The pasted HTML refers to a selectedHero. The new HeroDetailComponent can present *any* hero, not just a selected hero. So replace "selectedHero" with "hero" everywhere in the template.

When you're done, the HeroDetailComponent template should look like this:

src/app/hero-detail/hero-detail.component.html

content\_copy<div \*ngIf="hero">

<h2>{{ hero.name | uppercase }} Details</h2>

<div><span>id: </span>{{hero.id}}</div>

<div>

<label>name:

<input [(ngModel)]="hero.name" placeholder="name"/>

</label>

</div>

</div>

Add the @Input() hero property

The HeroDetailComponent template binds to the component's hero property which is of type Hero.

Open the HeroDetailComponent class file and import the Hero symbol.

src/app/hero-detail/hero-detail.component.ts (import Hero)

content\_copyimport { Hero } from '../hero';

The hero property must be an *Input* property, annotated with the @Input() decorator, because the *external* HeroesComponent will bind to it like this.

content\_copy<app-hero-detail [hero]="selectedHero"></app-hero-detail>

Amend the @angular/core import statement to include the Input symbol.

src/app/hero-detail/hero-detail.component.ts (import Input)

content\_copyimport { Component, OnInit, Input } from '@angular/core';

Add a hero property, preceded by the @Input() decorator.

content\_copy@Input() hero: Hero;

That's the only change you should make to the HeroDetailComponent class. There are no more properties. There's no presentation logic. This component simply receives a hero object through its hero property and displays it.

Show the HeroDetailComponent

The HeroesComponent is still a master/detail view.

It used to display the hero details on its own, before you cut that portion of the template. Now it will delegate to the HeroDetailComponent.

The two components will have a parent/child relationship. The parent HeroesComponent will control the child HeroDetailComponent by sending it a new hero to display whenever the user selects a hero from the list.

You won't change the HeroesComponent *class* but you will change its *template*.

Update the HeroesComponent template

The HeroDetailComponent selector is 'app-hero-detail'. Add an <app-hero-detail> element near the bottom of the HeroesComponent template, where the hero detail view used to be.

Bind the HeroesComponent.selectedHero to the element's hero property like this.

heroes.component.html (HeroDetail binding)

content\_copy<app-hero-detail [hero]="selectedHero"></app-hero-detail>

[hero]="selectedHero" is an Angular property binding.

It's a *one way* data binding from the selectedHero property of the HeroesComponent to the hero property of the target element, which maps to the hero property of the HeroDetailComponent.

Now when the user clicks a hero in the list, the selectedHero changes. When the selectedHero changes, the *property binding* updates hero and the HeroDetailComponent displays the new hero.

The revised HeroesComponent template should look like this:

heroes.component.html

content\_copy<h2>My Heroes</h2>

<ul class="heroes">

<li \*ngFor="let hero of heroes"

[class.selected]="hero === selectedHero"

(click)="onSelect(hero)">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</li>

</ul>

<app-hero-detail [hero]="selectedHero"></app-hero-detail>

The browser refreshes and the app starts working again as it did before.

What changed?

As before, whenever a user clicks on a hero name, the hero detail appears below the hero list. Now the HeroDetailComponent is presenting those details instead of the HeroesComponent.

Refactoring the original HeroesComponent into two components yields benefits, both now and in the future:

1. You simplified the HeroesComponent by reducing its responsibilities.
2. You can evolve the HeroDetailComponent into a rich hero editor without touching the parent HeroesComponent.
3. You can evolve the HeroesComponent without touching the hero detail view.
4. You can re-use the HeroDetailComponent in the template of some future component.

Final code review

Here are the code files discussed on this page and your app should look like this live example / download example.

src/app/hero-detail/hero-detail.component.ts

src/app/hero-detail/hero-detail.component.html

src/app/heroes/heroes.component.html

content\_copy

1. import { Component, OnInit, Input } from '@angular/core';
2. import { Hero } from '../hero';
4. @Component({
5. selector: 'app-hero-detail',
6. templateUrl: './hero-detail.component.html',
7. styleUrls: ['./hero-detail.component.css']
8. })
9. export class HeroDetailComponent implements OnInit {
10. @Input() hero: Hero;
12. constructor() { }
14. ngOnInit() {
15. }
17. }

Services

The Tour of Heroes HeroesComponent is currently getting and displaying fake data.

After the refactoring in this tutorial, HeroesComponent will be lean and focused on supporting the view. It will also be easier to unit-test with a mock service.

Why services

Components shouldn't fetch or save data directly and they certainly shouldn't knowingly present fake data. They should focus on presenting data and delegate data access to a service.

In this tutorial, you'll create a HeroService that all application classes can use to get heroes. Instead of creating that service with new, you'll rely on Angular *dependency injection* to inject it into the HeroesComponent constructor.

Services are a great way to share information among classes that *don't know each other*. You'll create a MessageService and inject it in two places:

1. in HeroService which uses the service to send a message.
2. in MessagesComponent which displays that message.

Create the *HeroService*

Using the Angular CLI, create a service called hero.

content\_copyng generate service hero

The command generates skeleton HeroService class in src/app/hero.service.ts The HeroService class should look like the below.

src/app/hero.service.ts (new service)

content\_copyimport { Injectable } from '@angular/core';

@Injectable()

export class HeroService {

constructor() { }

}

*@Injectable()* services

Notice that the new service imports the Angular Injectable symbol and annotates the class with the @Injectable() decorator.

The @Injectable() decorator tells Angular that this service *might* itself have injected dependencies. It doesn't have dependencies now but it will soon. Whether it does or it doesn't, it's good practice to keep the decorator.

The Angular style guidelines strongly recommend keeping it and the linter enforces this rule.

Get hero data

The HeroService could get hero data from anywhere—a web service, local storage, or a mock data source.

Removing data access from components means you can change your mind about the implementation anytime, without touching any components. They don't know how the service works.

The implementation in *this* tutorial will continue to deliver *mock heroes*.

Import the Hero and HEROES.

content\_copyimport { Hero } from './hero';

import { HEROES } from './mock-heroes';

Add a getHeroes method to return the *mock heroes*.

content\_copygetHeroes(): Hero[] {

return HEROES;

}

Provide the HeroService

You must *provide* the HeroService in the *dependency injection system* before Angular can *inject* it into the HeroesComponent, as you will do below.

There are several ways to provide the HeroService: in the HeroesComponent, in the AppComponent, in the AppModule. Each option has pros and cons.

This tutorial chooses to provide it in the AppModule.

That's such a popular choice that you could have told the CLI to provide it there automatically by appending --module=app.

content\_copyng generate service hero --module=app

Since you did not, you'll have to provide it yourself.

Open the AppModule class, import the HeroService, and add it to the @NgModule.providers array.

src/app/app.module.ts (providers)

content\_copyproviders: [

HeroService,

/\* . . . \*/

],

The providers array tells Angular to create a single, shared instance of HeroService and inject into any class that asks for it.

The HeroService is now ready to plug into the HeroesComponent.

This is a interim code sample that will allow you to provide and use the HeroService. At this point, the code will differ from the HeroService in the "final code review".

Learn more about *providers* in the Providers guide.

Update HeroesComponent

Open the HeroesComponent class file.

Delete the HEROES import as you won't need that anymore. Import the HeroService instead.

src/app/heroes/heroes.component.ts (import HeroService)

content\_copyimport { HeroService } from '../hero.service';

Replace the definition of the heroes property with a simple declaration.

content\_copyheroes: Hero[];

Inject the HeroService

Add a private heroService parameter of type HeroService to the constructor.

content\_copyconstructor(private heroService: HeroService) { }

The parameter simultaneously defines a private heroService property and identifies it as a HeroService injection site.

When Angular creates a HeroesComponent, the Dependency Injection system sets the heroService parameter to the singleton instance of HeroService.

Add *getHeroes()*

Create a function to retrieve the heroes from the service.

content\_copygetHeroes(): void {

this.heroes = this.heroService.getHeroes();

}

Call it in ngOnInit

While you could call getHeroes() in the constructor, that's not the best practice.

Reserve the constructor for simple initialization such as wiring constructor parameters to properties. The constructor shouldn't *do anything*. It certainly shouldn't call a function that makes HTTP requests to a remote server as a *real* data service would.

Instead, call getHeroes() inside the *ngOnInit lifecycle hook* and let Angular call ngOnInit at an appropriate time *after* constructing a HeroesComponent instance.

content\_copyngOnInit() {

this.getHeroes();

}

See it run

After the browser refreshes, the app should run as before, showing a list of heroes and a hero detail view when you click on a hero name.

Observable data

The HeroService.getHeroes() method has a *synchronous signature*, which implies that the HeroService can fetch heroes synchronously. The HeroesComponent consumes the getHeroes() result as if heroes could be fetched synchronously.

content\_copythis.heroes = this.heroService.getHeroes();

This will not work in a real app. You're getting away with it now because the service currently returns *mock heroes*. But soon the app will fetch heroes from a remote server, which is an inherently *asynchronous* operation.

The HeroService must wait for the server to respond, getHeroes() cannot return immediately with hero data, and the browser will not block while the service waits.

HeroService.getHeroes() must have an *asynchronous signature* of some kind.

It can take a callback. It could return a Promise. It could return an Observable.

In this tutorial, HeroService.getHeroes() will return an Observable in part because it will eventually use the Angular HttpClient.getmethod to fetch the heroes and HttpClient.get() returns an Observable.

Observable *HeroService*

Observable is one of the key classes in the RxJS library.

In a later tutorial on HTTP, you'll learn that Angular's HttpClient methods return RxJS Observables. In this tutorial, you'll simulate getting data from the server with the RxJS of() function.

Open the HeroService file and import the Observable and of symbols from RxJS.

src/app/hero.service.ts (Observable imports)

content\_copyimport { Observable } from 'rxjs/Observable';

import { of } from 'rxjs/observable/of';

Replace the getHeroes method with this one.

content\_copygetHeroes(): Observable<Hero[]> {

return of(HEROES);

}

of(HEROES) returns an Observable<Hero[]> that emits *a single value*, the array of mock heroes.

In the HTTP tutorial, you'll call HttpClient.get<Hero[]>() which also returns an Observable<Hero[]> that emits *a single value*, an array of heroes from the body of the HTTP response.

Subscribe in *HeroesComponent*

The HeroService.getHeroes method used to return a Hero[]. Now it returns an Observable<Hero[]>.

You'll have to adjust to that difference in HeroesComponent.

Find the getHeroes method and replace it with the following code (shown side-by-side with the previous version for comparison)

heroes.component.ts (Observable)

heroes.component.ts (Original)

content\_copygetHeroes(): void {

this.heroService.getHeroes()

.subscribe(heroes => this.heroes = heroes);

}

Observable.subscribe() is the critical difference.

The previous version assigns an array of heroes to the component's heroes property. The assignment occurs *synchronously*, as if the server could return heroes instantly or the browser could freeze the UI while it waited for the server's response.

That *won't work* when the HeroService is actually making requests of a remote server.

The new version waits for the Observable to emit the array of heroes— which could happen now or several minutes from now. Then subscribe passes the emitted array to the callback, which sets the component's heroes property.

This asynchronous approach *will work* when the HeroService requests heroes from the server.

Show messages

In this section you will

* add a MessagesComponent that displays app messages at the bottom of the screen.
* create an injectable, app-wide MessageService for sending messages to be displayed
* inject MessageService into the HeroService
* display a message when HeroService fetches heroes successfully.

Create *MessagesComponent*

Use the CLI to create the MessagesComponent.

content\_copyng generate component messages

The CLI creates the component files in the src/app/messages folder and declare MessagesComponent in AppModule.

Modify the AppComponent template to display the generated MessagesComponent

/src/app/app.component.html

content\_copy<h1>{{title}}</h1>

<app-heroes></app-heroes>

<app-messages></app-messages>

You should see the default paragraph from MessagesComponent at the bottom of the page.

Create the *MessageService*

Use the CLI to create the MessageService in src/app. The --module=app option tells the CLI to *provide* this service in the AppModule,

content\_copyng generate service message --module=app

Open MessageService and replace its contents with the following.

/src/app/message.service.ts

content\_copyimport { Injectable } from '@angular/core';

@Injectable()

export class MessageService {

messages: string[] = [];

add(message: string) {

this.messages.push(message);

}

clear() {

this.messages = [];

}

}

The service exposes its cache of messages and two methods: one to add() a message to the cache and another to clear() the cache.

Inject it into the HeroService

Re-open the HeroService and import the MessageService.

/src/app/hero.service.ts (import MessageService)

content\_copyimport { MessageService } from './message.service';

Modify the constructor with a parameter that declares a private messageService property. Angular will inject the singleton MessageService into that property when it creates the HeroService.

content\_copyconstructor(private messageService: MessageService) { }

This is a typical "*service-in-service*" scenario: you inject the MessageService into the HeroService which is injected into the HeroesComponent.

Send a message from HeroService

Modify the getHeroes method to send a message when the heroes are fetched.

content\_copygetHeroes(): Observable<Hero[]> {

// Todo: send the message \_after\_ fetching the heroes

this.messageService.add('HeroService: fetched heroes');

return of(HEROES);

}

Display the message from HeroService

The MessagesComponent should display all messages, including the message sent by the HeroService when it fetches heroes.

Open MessagesComponent and import the MessageService.

/src/app/messages/messages.component.ts (import MessageService)

content\_copyimport { MessageService } from '../message.service';

Modify the constructor with a parameter that declares a public messageService property. Angular will inject the singleton MessageService into that property when it creates the HeroService.

content\_copyconstructor(public messageService: MessageService) {}

The messageService property must be public because you're about to bind to it in the template.

Angular only binds to *public* component properties.

Bind to the *MessageService*

Replace the CLI-generated MessagesComponent template with the following.

src/app/messages/messages.component.html

content\_copy<div \*ngIf="messageService.messages.length">

<h2>Messages</h2>

<button class="clear"

(click)="messageService.clear()">clear</button>

<div \*ngFor='let message of messageService.messages'> {{message}} </div>

</div>

This template binds directly to the component's messageService.

* The \*ngIf only displays the messages area if there are messages to show.
* An \*ngFor presents the list of messages in repeated <div> elements.
* An Angular event binding binds the button's click event to MessageService.clear().

The messages will look better when you add the private CSS styles to messages.component.css as listed in one of the "final code review" tabs below.

The browser refreshes and the page displays the list of heroes. Scroll to the bottom to see the message from the HeroService in the message area. Click the "clear" button and the message area disappears.

Final code review

Here are the code files discussed on this page and your app should look like this live example / download example.

src/app/hero.service.ts

src/app/message.service.ts

src/app/heroes/heroes.component.ts

src/app/messages/messages.component.ts

src/app/messages/messages.component.html

src/app/messages/messages.component.css

src/app/app.module.ts

src/app/app.component.html

content\_copy

1. import { Injectable } from '@angular/core';
3. import { Observable } from 'rxjs/Observable';
4. import { of } from 'rxjs/observable/of';
6. import { Hero } from './hero';
7. import { HEROES } from './mock-heroes';
8. import { MessageService } from './message.service';
10. @Injectable()
11. export class HeroService {
13. constructor(private messageService: MessageService) { }
15. getHeroes(): Observable<Hero[]> {
16. // Todo: send the message \_after\_ fetching the heroes
17. this.messageService.add('HeroService: fetched heroes');
18. return of(HEROES);
19. }
20. }

# Routing

There are new requirements for the Tour of Heroes app:

* Add a Dashboard view.
* Add the ability to navigate between the Heroes and Dashboard views.
* When users click a hero name in either view, navigate to a detail view of the selected hero.
* When users click a deep link in an email, open the detail view for a particular hero.

When you’re done, users will be able to navigate the app like this:
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## Add the AppRoutingModule

An Angular best practice is to load and configure the router in a separate, top-level module that is dedicated to routing and imported by the root AppModule.

By convention, the module class name is AppRoutingModule and it belongs in the app-routing.module.ts in the src/app folder.

Use the CLI to generate it.

content\_copyng generate module app-routing --flat --module=app

--flat puts the file in src/app instead of its own folder.  
--module=app tells the CLI to register it in the imports array of the AppModule.

The generated file looks like this:

src/app/app-routing.module.ts (generated)

content\_copyimport { NgModule } from '@angular/core';

import { CommonModule } from '@angular/common';

@NgModule({

imports: [

CommonModule

],

declarations: []

})

export class AppRoutingModule { }

You generally don't declare components in a routing module so you can delete the @NgModule.declarations array and delete CommonModule references too.

You'll configure the router with Routes in the RouterModule so import those two symbols from the @angular/router library.

Add an @NgModule.exports array with RouterModule in it. Exporting RouterModule makes router directives available for use in the AppModule components that will need them.

AppRoutingModule looks like this now:

src/app/app-routing.module.ts (v1)

content\_copyimport { NgModule } from '@angular/core';

import { RouterModule, Routes } from '@angular/router';

@NgModule({

exports: [ RouterModule ]

})

export class AppRoutingModule {}

### Add routes

Routes tell the router which view to display when a user clicks a link or pastes a URL into the browser address bar.

A typical Angular Route has two properties:

1. path: a string that matches the URL in the browser address bar.
2. component: the component that the router should create when navigating to this route.

You intend to navigate to the HeroesComponent when the URL is something like localhost:4200/heroes.

Import the HeroesComponent so you can reference it in a Route. Then define an array of routes with a single route to that component.

content\_copyimport { HeroesComponent } from './heroes/heroes.component';

const routes: Routes = [

{ path: 'heroes', component: HeroesComponent }

];

Once you've finished setting up, the router will match that URL to path: 'heroes' and display the HeroesComponent.

### RouterModule.forRoot()

You first must initialize the router and start it listening for browser location changes.

Add RouterModule to the @NgModule.imports array and configure it with the routes in one step by calling RouterModule.forRoot()within the imports array, like this:

content\_copyimports: [ RouterModule.forRoot(routes) ],

The method is called forRoot() because you configure the router at the application's root level. The forRoot() method supplies the service providers and directives needed for routing, and performs the initial navigation based on the current browser URL.

## Add RouterOutlet

Open the AppComponent template replace the <app-heroes> element with a <router-outlet> element.

src/app/app.component.html (router-outlet)

content\_copy<h1>{{title}}</h1>

<router-outlet></router-outlet>

<app-messages></app-messages>

You removed <app-heroes> because you will only display the HeroesComponent when the user navigates to it.

The <router-outlet> tells the router where to display routed views.

The RouterOutlet is one of the router directives that became available to the AppComponent because AppModule imports AppRoutingModule which exported RouterModule.

#### Try it

You should still be running with this CLI command.

content\_copyng serve

The browser should refresh and display the app title but not the list of heroes.

Look at the browser's address bar. The URL ends in /. The route path to HeroesComponent is /heroes.

Append /heroes to the URL in the browser address bar. You should see the familiar heroes master/detail view.

## Add a navigation link (routerLink)

Users shouldn't have to paste a route URL into the address bar. They should be able to click a link to navigate.

Add a <nav> element and, within that, an anchor element that, when clicked, triggers navigation to the HeroesComponent. The revised AppComponent template looks like this:

src/app/app.component.html (heroes RouterLink)

content\_copy<h1>{{title}}</h1>

<nav>

<a routerLink="/heroes">Heroes</a>

</nav>

<router-outlet></router-outlet>

<app-messages></app-messages>

A routerLink attribute is set to "/heroes", the string that the router matches to the route to HeroesComponent. The routerLink is the selector for the RouterLink directive that turns user clicks into router navigations. It's another of the public directives in the RouterModule.

The browser refreshes and displays the app title and heroes link, but not the heroes list.

Click the link. The address bar updates to /heroes and the list of heroes appears.

Make this and future navigation links look better by adding private CSS styles to app.component.css as listed in the final code review below.

## Add a dashboard view

Routing makes more sense when there are multiple views. So far there's only the heroes view.

Add a DashboardComponent using the CLI:

content\_copyng generate component dashboard

The CLI generates the files for the DashboardComponent and declares it in AppModule.

Replace the default file content in these three files as follows and then return for a little discussion:

src/app/dashboard/dashboard.component.html

src/app/dashboard/dashboard.component.ts

src/app/dashboard/dashboard.component.css

content\_copy<h3>Top Heroes</h3>

<div class="grid grid-pad">

<a \*ngFor="let hero of heroes" class="col-1-4">

<div class="module hero">

<h4>{{hero.name}}</h4>

</div>

</a>

</div>

The template presents a grid of hero name links.

* The \*ngFor repeater creates as many links as are in the component's heroes array.
* The links are styled as colored blocks by the dashboard.component.css.
* The links don't go anywhere yet but they will shortly.

The class is similar to the HeroesComponent class.

* It defines a heroes array property.
* The constructor expects Angular to inject the HeroService into a private heroService property.
* The ngOnInit() lifecycle hook calls getHeroes.

This getHeroes reduces the number of heroes displayed to four (2nd, 3rd, 4th, and 5th).

content\_copygetHeroes(): void {

this.heroService.getHeroes()

.subscribe(heroes => this.heroes = heroes.slice(1, 5));

}

### Add the dashboard route

To navigate to the dashboard, the router needs an appropriate route.

Import the DashboardComponent in the AppRoutingModule.

src/app/app-routing.module.ts (import DashboardComponent)

content\_copyimport { DashboardComponent } from './dashboard/dashboard.component';

Add a route to the AppRoutingModule.routes array that matches a path to the DashboardComponent.

content\_copy{ path: 'dashboard', component: DashboardComponent },

### Add a default route

When the app starts, the browsers address bar points to the web site's root. That doesn't match any existing route so the router doesn't navigate anywhere. The space below the <router-outlet> is blank.

To make the app navigate to the dashboard automatically, add the following route to the AppRoutingModule.Routes array.

content\_copy{ path: '', redirectTo: '/dashboard', pathMatch: 'full' },

This route redirects a URL that fully matches the empty path to the route whose path is '/dashboard'.

After the browser refreshes, the router loads the DashboardComponent and the browser address bar shows the /dashboard URL.

### Add dashboard link to the shell

The user should be able to navigate back and forth between the DashboardComponent and the HeroesComponent by clicking links in the navigation area near the top of the page.

Add a dashboard navigation link to the AppComponent shell template, just above the Heroes link.

src/app/app.component.html

content\_copy<h1>{{title}}</h1>

<nav>

<a routerLink="/dashboard">Dashboard</a>

<a routerLink="/heroes">Heroes</a>

</nav>

<router-outlet></router-outlet>

<app-messages></app-messages>

After the browser refreshes you can navigate freely between the two views by clicking the links.

## Navigating to hero details

The HeroDetailsComponent displays details of a selected hero. At the moment the HeroDetailsComponent is only visible at the bottom of the HeroesComponent

The user should be able to get to these details in three ways.

1. By clicking a hero in the dashboard.
2. By clicking a hero in the heroes list.
3. By pasting a "deep link" URL into the browser address bar that identifies the hero to display.

In this section, you'll enable navigation to the HeroDetailsComponent and liberate it from the HeroesComponent.

### Delete hero details from HeroesComponent

When the user clicks a hero item in the HeroesComponent, the app should navigate to the HeroDetailComponent, replacing the heroes list view with the hero detail view. The heroes list view should no longer show hero details as it does now.

Open the HeroesComponent template (heroes/heroes.component.html) and delete the <app-hero-detail> element from the bottom.

Clicking a hero item now does nothing. You'll fix that shortly after you enable routing to the HeroDetailComponent.

### Add a hero detail route

A URL like ~/detail/11 would be a good URL for navigating to the Hero Detail view of the hero whose id is 11.

Open AppRoutingModule and import HeroDetailComponent.

src/app/app-routing.module.ts (import HeroDetailComponent)

content\_copyimport { HeroDetailComponent } from './hero-detail/hero-detail.component';

Then add a parameterized route to the AppRoutingModule.routes array that matches the path pattern to the hero detail view.

content\_copy{ path: 'detail/:id', component: HeroDetailComponent },

The colon (:) in the path indicates that :id is a placeholder for a specific hero id.

At this point, all application routes are in place.

src/app/app-routing.module.ts (all routes)

content\_copyconst routes: Routes = [

{ path: '', redirectTo: '/dashboard', pathMatch: 'full' },

{ path: 'dashboard', component: DashboardComponent },

{ path: 'detail/:id', component: HeroDetailComponent },

{ path: 'heroes', component: HeroesComponent }

];

### DashboardComponent hero links

The DashboardComponent hero links do nothing at the moment.

Now that the router has a route to HeroDetailComponent, fix the dashboard hero links to navigate via the parameterized dashboard route.

src/app/dashboard/dashboard.component.html (hero links)

content\_copy<a \*ngFor="let hero of heroes" class="col-1-4"

routerLink="/detail/{{hero.id}}">

You're using Angular interpolation binding within the \*ngFor repeater to insert the current interation's hero.id into each routerLink.

### HeroesComponent hero links

The hero items in the HeroesComponent are <li> elements whose click events are bound to the component's onSelect() method.

src/app/heroes/heroes.component.html (list with onSelect)

content\_copy<ul class="heroes">

<li \*ngFor="let hero of heroes"

[class.selected]="hero === selectedHero"

(click)="onSelect(hero)">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</li>

</ul>

Strip the <li> back to just its \*ngFor, wrap the badge and name in an anchor element (<a>), and add a routerLink attribute to the anchor that is the same as in the dashboard template

src/app/heroes/heroes.component.html (list with links)

content\_copy<ul class="heroes">

<li \*ngFor="let hero of heroes">

<a routerLink="/detail/{{hero.id}}">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</a>

</li>

</ul>

You'll have to fix the private stylesheet (heroes.component.css) to make the list look as it did before. Revised styles are in the final code review at the bottom of this guide.

#### Remove dead code (optional)

While the HeroesComponent class still works, the onSelect() method and selectedHero property are no longer used.

It's nice to tidy up and you'll be grateful to yourself later. Here's the class after pruning away the dead code.

src/app/heroes/heroes.component.ts (cleaned up)

content\_copyexport class HeroesComponent implements OnInit {

heroes: Hero[];

constructor(private heroService: HeroService) { }

ngOnInit() {

this.getHeroes();

}

getHeroes(): void {

this.heroService.getHeroes()

.subscribe(heroes => this.heroes = heroes);

}

}

## Routable HeroDetailComponent

Previously, the parent HeroesComponent set the HeroDetailComponent.hero property and the HeroDetailComponent displayed the hero.

HeroesComponent doesn't do that anymore. Now the router creates the HeroDetailComponent in response to a URL such as ~/detail/11.

The HeroDetailComponent needs a new way to obtain the hero-to-display.

* Get the route that created it,
* Extract the id from the route
* Acquire the hero with that id from the server via the HeroService

Add the following imports:

src/app/hero-detail/hero-detail.component.ts

content\_copyimport { ActivatedRoute } from '@angular/router';

import { Location } from '@angular/common';

import { HeroService } from '../hero.service';

Inject the ActivatedRoute, HeroService, and Location services into the constructor, saving their values in private fields:

content\_copyconstructor(

private route: ActivatedRoute,

private heroService: HeroService,

private location: Location

) {}

The ActivatedRoute holds information about the route to this instance of the HeroDetailComponent. This component is interested in the route's bag of parameters extracted from the URL. The "id" parameter is the id of the hero to display.

The HeroService gets hero data from the remote server and this component will use it to get the hero-to-display.

The location is an Angular service for interacting with the browser. You'll use it later to navigate back to the view that navigated here.

### Extract the id route parameter

In the ngOnInit() lifecycle hook call getHero() and define it as follows.

content\_copyngOnInit(): void {

this.getHero();

}

getHero(): void {

const id = +this.route.snapshot.paramMap.get('id');

this.heroService.getHero(id)

.subscribe(hero => this.hero = hero);

}

The route.snapshot is a static image of the route information shortly after the component was created.

The paramMap is a dictionary of route parameter values extracted from the URL. The "id" key returns the id of the hero to fetch.

Route parameters are always strings. The JavaScript (+) operator converts the string to a number, which is what a hero id should be.

The browser refreshes and the app crashes with a compiler error. HeroService doesn't have a getHero() method. Add it now.

### Add HeroService.getHero()

Open HeroService and add this getHero() method

src/app/hero.service.ts (getHero)

content\_copygetHero(id: number): Observable<Hero> {

// Todo: send the message \_after\_ fetching the hero

this.messageService.add(`HeroService: fetched hero id=${id}`);

return of(HEROES.find(hero => hero.id === id));

}

Note the backticks ( ` ) that define a JavaScript template literal for embedding the id.

Like getHeroes(), getHero() has an asynchronous signature. It returns a mock hero as an Observable, using the RxJS of()function.

You'll be able to re-implement getHero() as a real Http request without having to change the HeroDetailComponent that calls it.

#### Try it

The browser refreshes and the app is working again. You can click a hero in the dashboard or in the heroes list and navigate to that hero's detail view.

If you paste localhost:4200/detail/11 in the browser address bar, the router navigates to the detail view for the hero with id: 11, "Mr. Nice".

### Find the way back

By clicking the browser's back button, you can go back to the hero list or dashboard view, depending upon which sent you to the detail view.

It would be nice to have a button on the HeroDetail view that can do that.

Add a go back button to the bottom of the component template and bind it to the component's goBack() method.

src/app/hero-detail/hero-detail.component.html (back button)

content\_copy<button (click)="goBack()">go back</button>

Add a goBack() method to the component class that navigates backward one step in the browser's history stack using the Locationservice that you injected previously.

src/app/hero-detail/hero-detail.component.ts (goBack)

content\_copygoBack(): void {

this.location.back();

}

Refresh the browser and start clicking. Users can navigate around the app, from the dashboard to hero details and back, from heroes list to the mini detail to the hero details and back to the heroes again.

You've met all of the navigational requirements that propelled this page.

## Final code review

Here are the code files discussed on this page and your app should look like this live example / download example.

#### AppRoutingModule and AppModule

src/app/app-routing.module.ts

src/app/app.module.ts

content\_copy

1. import { NgModule } from '@angular/core';
2. import { RouterModule, Routes } from '@angular/router';
4. import { DashboardComponent } from './dashboard/dashboard.component';
5. import { HeroesComponent } from './heroes/heroes.component';
6. import { HeroDetailComponent } from './hero-detail/hero-detail.component';
8. const routes: Routes = [
9. { path: '', redirectTo: '/dashboard', pathMatch: 'full' },
10. { path: 'dashboard', component: DashboardComponent },
11. { path: 'detail/:id', component: HeroDetailComponent },
12. { path: 'heroes', component: HeroesComponent }
13. ];
15. @NgModule({
16. imports: [ RouterModule.forRoot(routes) ],
17. exports: [ RouterModule ]
18. })
19. export class AppRoutingModule {}

#### AppComponent

src/app/app.component.html

src/app/app.component.css

content\_copy<h1>{{title}}</h1>

<nav>

<a routerLink="/dashboard">Dashboard</a>

<a routerLink="/heroes">Heroes</a>

</nav>

<router-outlet></router-outlet>

<app-messages></app-messages>

#### DashboardComponent

src/app/dashboard/dashboard.component.html

src/app/dashboard/dashboard.component.ts

src/app/dashboard/dashboard.component.css

content\_copy<h3>Top Heroes</h3>

<div class="grid grid-pad">

<a \*ngFor="let hero of heroes" class="col-1-4"

routerLink="/detail/{{hero.id}}">

<div class="module hero">

<h4>{{hero.name}}</h4>

</div>

</a>

</div>

#### HeroesComponent

src/app/heroes/heroes.component.html

src/app/heroes/heroes.component.ts

src/app/heroes/heroes.component.css

content\_copy<h2>My Heroes</h2>

<ul class="heroes">

<li \*ngFor="let hero of heroes">

<a routerLink="/detail/{{hero.id}}">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</a>

</li>

</ul>

#### HeroDetailComponent

src/app/hero-detail/hero-detail.component.html

src/app/hero-detail/hero-detail.component.ts

src/app/hero-detail/hero-detail.component.css

content\_copy<div \*ngIf="hero">

<h2>{{ hero.name | uppercase }} Details</h2>

<div><span>id: </span>{{hero.id}}</div>

<div>

<label>name:

<input [(ngModel)]="hero.name" placeholder="name"/>

</label>

</div>

<button (click)="goBack()">go back</button>

</div>

# HTTP

In this tutorial, you'll add the following data persistence features with help from Angular's HttpClient.

* The HeroService gets hero data with HTTP requests.
* Users can add, edit, and delete heroes and save these changes over HTTP.
* Users can search for heroes by name.

When you're done with this page, the app should look like this live example / download example.

## Enable HTTP services

HttpClient is Angular's mechanism for communicating with a remote server over HTTP.

To make HttpClient available everywhere in the app,

* open the root AppModule,
* import the HttpClientModule symbol from @angular/common/http,
* add it to the @NgModule.imports array.

## Simulate a data server

This tutorial sample mimics communication with a remote data server by using the In-memory Web API module.

After installing the module, the app will make requests to and receive responses from the HttpClient without knowing that the In-memory Web API is intercepting those requests, applying them to an in-memory data store, and returning simulated responses.

This facility is a great convenience for the tutorial. You won't have to set up a server to learn about HttpClient.

It may also be convenient in the early stages of your own app development when the server's web api is ill-defined or not yet implemented.

**Important:** the In-memory Web API module has nothing to do with HTTP in Angular.

If you're just reading this tutorial to learn about HttpClient, you can skip over this step. If you're coding along with this tutorial, stay here and add the In-memory Web API now.

Install the In-memory Web API package from npm

content\_copynpm install angular-in-memory-web-api --save

Import the InMemoryWebApiModule and the InMemoryDataService class, which you will create in a moment.

src/app/app.module.ts (In-memory Web API imports)

content\_copyimport { HttpClientInMemoryWebApiModule } from 'angular-in-memory-web-api';

import { InMemoryDataService } from './in-memory-data.service';

Add the InMemoryWebApiModule to the @NgModule.imports array— after importing the *HttpClient*, —while configuring it with the InMemoryDataService.

content\_copyHttpClientModule,

// The HttpClientInMemoryWebApiModule module intercepts HTTP requests

// and returns simulated server responses.

// Remove it when a real server is ready to receive requests.

HttpClientInMemoryWebApiModule.forRoot(

InMemoryDataService, { dataEncapsulation: false }

)

The forRoot() configuration method takes an InMemoryDataService class that primes the in-memory database.

The Tour of Heroes sample creates such a class src/app/in-memory-data.service.ts which has the following content:

src/app/in-memory-data.service.ts

content\_copyimport { InMemoryDbService } from 'angular-in-memory-web-api';

export class InMemoryDataService implements InMemoryDbService {

createDb() {

const heroes = [

{ id: 11, name: 'Mr. Nice' },

{ id: 12, name: 'Narco' },

{ id: 13, name: 'Bombasto' },

{ id: 14, name: 'Celeritas' },

{ id: 15, name: 'Magneta' },

{ id: 16, name: 'RubberMan' },

{ id: 17, name: 'Dynama' },

{ id: 18, name: 'Dr IQ' },

{ id: 19, name: 'Magma' },

{ id: 20, name: 'Tornado' }

];

return {heroes};

}

}

This file replaces mock-heroes.ts, which is now safe to delete.

When your server is ready, detach the In-memory Web API, and the app's requests will go through to the server.

Now back to the HttpClient story.

## Heroes and HTTP

Import some HTTP symbols that you'll need:

src/app/hero.service.ts (import HTTP symbols)

content\_copyimport { HttpClient, HttpHeaders } from '@angular/common/http';

Inject HttpClient into the constructor in a private property called http.

content\_copyconstructor(

private http: HttpClient,

private messageService: MessageService) { }

Keep injecting the MessageService. You'll call it so frequently that you'll wrap it in private log method.

content\_copy/\*\* Log a HeroService message with the MessageService \*/

private log(message: string) {

this.messageService.add('HeroService: ' + message);

}

Define the heroesUrl with the address of the heroes resource on the server.

content\_copyprivate heroesUrl = 'api/heroes'; // URL to web api

### Get heroes with HttpClient

The current HeroService.getHeroes() uses the RxJS of() function to return an array of mock heroes as an Observable<Hero[]>.

src/app/hero.service.ts (getHeroes with RxJs 'of()')

content\_copygetHeroes(): Observable<Hero[]> {

return of(HEROES);

}

Convert that method to use HttpClient

content\_copy/\*\* GET heroes from the server \*/

getHeroes (): Observable<Hero[]> {

return this.http.get<Hero[]>(this.heroesUrl)

}

Refresh the browser. The hero data should successfully load from the mock server.

You've swapped of for http.get and the app keeps working without any other changes because both functions return an Observable<Hero[]>.

### Http methods return one value

All HttpClient methods return an RxJS Observable of something.

HTTP is a request/response protocol. You make a request, it returns a single response.

In general, an Observable can return multiple values over time. An Observable from HttpClient always emits a single value and then completes, never to emit again.

This particular HttpClient.get call returns an Observable<Hero[]>, literally "an observable of hero arrays". In practice, it will only return a single hero array.

### HttpClient.get returns response data

HttpClient.get returns the body of the response as an untyped JSON object by default. Applying the optional type specifier, <Hero[]>, gives you a typed result object.

The shape of the JSON data is determined by the server's data API. The Tour of Heroes data API returns the hero data as an array.

Other APIs may bury the data that you want within an object. You might have to dig that data out by processing the Observableresult with the RxJS map operator.

Although not discussed here, there's an example of map in the getHeroNo404() method included in the sample source code.

### Error handling

Things go wrong, especially when you're getting data from a remote server. The HeroService.getHeroes() method should catch errors and do something appropriate.

To catch errors, you **"pipe" the observable** result from http.get() through an RxJS catchError() operator.

Import the catchError symbol from rxjs/operators, along with some other operators you'll need later.

content\_copyimport { catchError, map, tap } from 'rxjs/operators';

Now extend the observable result with the .pipe() method and give it a catchError() operator.

content\_copygetHeroes (): Observable<Hero[]> {

return this.http.get<Hero[]>(this.heroesUrl)

.pipe(

catchError(this.handleError('getHeroes', []))

);

}

The catchError() operator intercepts an Observable**that failed**. It passes the error an error handler that can do what it wants with the error.

The following handleError() method reports the error and then returns an innocuous result so that the application keeps working.

#### handleError

The following errorHandler() will be shared by many HeroService methods so it's generalized to meet their different needs.

Instead of handling the error directly, it returns an error handler function to catchError that it has configured with both the name of the operation that failed and a safe return value.

content\_copy/\*\*

\* Handle Http operation that failed.

\* Let the app continue.

\* @param operation - name of the operation that failed

\* @param result - optional value to return as the observable result

\*/

private handleError<T> (operation = 'operation', result?: T) {

return (error: any): Observable<T> => {

// TODO: send the error to remote logging infrastructure

console.error(error); // log to console instead

// TODO: better job of transforming error for user consumption

this.log(`${operation} failed: ${error.message}`);

// Let the app keep running by returning an empty result.

return of(result as T);

};

}

After reporting the error to console, the handler constructs a user friendly message and returns a safe value to the app so it can keep working.

Because each service method returns a different kind of Observable result, errorHandler() takes a type parameter so it can return the safe value as the type that the app expects.

### Tap into the Observable

The HeroService methods will **tap** into the flow of observable values and send a message (via log()) to the message area at the bottom of the page.

They'll do that with the RxJS tap operator, which looks at the observable values, does something with those values, and passes them along. The tap call back doesn't touch the values themselves.

Here is the final version of getHeroes with the tap that logs the operation.

content\_copy/\*\* GET heroes from the server \*/

getHeroes (): Observable<Hero[]> {

return this.http.get<Hero[]>(this.heroesUrl)

.pipe(

tap(heroes => this.log(`fetched heroes`)),

catchError(this.handleError('getHeroes', []))

);

}

### Get hero by id

Most web APIs support a get by id request in the form api/hero/:id (such as api/hero/11). Add a HeroService.getHero() method to make that request:

src/app/hero.service.ts

content\_copy/\*\* GET hero by id. Will 404 if id not found \*/

getHero(id: number): Observable<Hero> {

const url = `${this.heroesUrl}/${id}`;

return this.http.get<Hero>(url).pipe(

tap(\_ => this.log(`fetched hero id=${id}`)),

catchError(this.handleError<Hero>(`getHero id=${id}`))

);

}

There are three significant differences from getHeroes().

* it constructs a request URL with the desired hero's id.
* the server should respond with a single hero rather than an array of heroes.
* therefore, getHero returns an Observable<Hero> ("an observable of Hero objects") rather than an observable of hero arrays .

## Update heroes

Editing a hero's name in the hero detail view. As you type, the hero name updates the heading at the top of the page. But when you click the "go back button", the changes are lost.

If you want changes to persist, you must write them back to the server.

At the end of the hero detail template, add a save button with a click event binding that invokes a new component method named save().

src/app/hero-detail/hero-detail.component.html (save)

content\_copy<button (click)="save()">save</button>

Add the following save() method, which persists hero name changes using the hero service updateHero() method and then navigates back to the previous view.

src/app/hero-detail/hero-detail.component.ts (save)

content\_copysave(): void {

this.heroService.updateHero(this.hero)

.subscribe(() => this.goBack());

}

#### Add HeroService.updateHero()

The overall structure of the updateHero() method is similar to that of getHeroes(), but it uses http.put() to persist the changed hero on the server.

src/app/hero.service.ts (update)

content\_copy/\*\* PUT: update the hero on the server \*/

updateHero (hero: Hero): Observable<any> {

return this.http.put(this.heroesUrl, hero, httpOptions).pipe(

tap(\_ => this.log(`updated hero id=${hero.id}`)),

catchError(this.handleError<any>('updateHero'))

);

}

The HttpClient.put() method takes three parameters

* the URL
* the data to update (the modified hero in this case)
* options

The URL is unchanged. The heroes web API knows which hero to update by looking at the hero's id.

The heroes web API expects a special header in HTTP save requests. That header is in the httpOptions constant defined in the HeroService.

content\_copyconst httpOptions = {

headers: new HttpHeaders({ 'Content-Type': 'application/json' })

};

Refresh the browser, change a hero name, save your change, and click the "go back" button. The hero now appears in the list with the changed name.

## Add a new hero

To add a hero, this app only needs the hero's name. You can use an input element paired with an add button.

Insert the following into the HeroesComponent template, just after the heading:

src/app/heroes/heroes.component.html (add)

content\_copy<div>

<label>Hero name:

<input #heroName />

</label>

<!-- (click) passes input value to add() and then clears the input -->

<button (click)="add(heroName.value); heroName.value=''">

add

</button>

</div>

In response to a click event, call the component's click handler and then clear the input field so that it's ready for another name.

src/app/heroes/heroes.component.ts (add)

content\_copyadd(name: string): void {

name = name.trim();

if (!name) { return; }

this.heroService.addHero({ name } as Hero)

.subscribe(hero => {

this.heroes.push(hero);

});

}

When the given name is non-blank, the handler creates a Hero-like object from the name (it's only missing the id) and passes it to the services addHero() method.

When addHero saves successfully, the subscribe callback receives the new hero and pushes it into to the heroes list for display.

You'll write HeroService.addHero in the next section.

#### Add HeroService.addHero()

Add the following addHero() method to the HeroService class.

src/app/hero.service.ts (addHero)

content\_copy/\*\* POST: add a new hero to the server \*/

addHero (hero: Hero): Observable<Hero> {

return this.http.post<Hero>(this.heroesUrl, hero, httpOptions).pipe(

tap((hero: Hero) => this.log(`added hero w/ id=${hero.id}`)),

catchError(this.handleError<Hero>('addHero'))

);

}

HeroService.addHero() differs from updateHero in two ways.

* it calls HttpClient.post() instead of put().
* it expects the server to generates an id for the new hero, which it returns in the Observable<Hero> to the caller.

Refresh the browser and add some heroes.

## Delete a hero

Each hero in the heroes list should have a delete button.

Add the following button element to the HeroesComponent template, after the hero name in the repeated <li> element.

content\_copy<button class="delete" title="delete hero"

(click)="delete(hero)">x</button>

The HTML for the list of heroes should look like this:

src/app/heroes/heroes.component.html (list of heroes)

content\_copy<ul class="heroes">

<li \*ngFor="let hero of heroes">

<a routerLink="/detail/{{hero.id}}">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</a>

<button class="delete" title="delete hero"

(click)="delete(hero)">x</button>

</li>

</ul>

To position the delete button at the far right of the hero entry, add some CSS to the heroes.component.css. You'll find that CSS in the final review code below.

Add the delete() handler to the component.

src/app/heroes/heroes.component.ts (delete)

content\_copydelete(hero: Hero): void {

this.heroes = this.heroes.filter(h => h !== hero);

this.heroService.deleteHero(hero).subscribe();

}

Although the component delegates hero deletion to the HeroService, it remains responsible for updating its own list of heroes. The component's delete() method immediately removes the hero-to-delete from that list, anticipating that the HeroService will succeed on the server.

There's really nothing for the component to do with the Observable returned by heroService.delete(). **It must subscribe anyway**.

If you neglect to subscribe(), the service will not send the delete request to the server! As a rule, an Observable does nothing until something subscribes!

Confirm this for yourself by temporarily removing the subscribe(), clicking "Dashboard", then clicking "Heroes". You'll see the full list of heroes again.

#### Add HeroService.deleteHero()

Add a deleteHero() method to HeroService like this.

src/app/hero.service.ts (delete)

content\_copy/\*\* DELETE: delete the hero from the server \*/

deleteHero (hero: Hero | number): Observable<Hero> {

const id = typeof hero === 'number' ? hero : hero.id;

const url = `${this.heroesUrl}/${id}`;

return this.http.delete<Hero>(url, httpOptions).pipe(

tap(\_ => this.log(`deleted hero id=${id}`)),

catchError(this.handleError<Hero>('deleteHero'))

);

}

Note that

* it calls HttpClient.delete.
* the URL is the heroes resource URL plus the id of the hero to delete
* you don't send data as you did with put and post.
* you still send the httpOptions.

Refresh the browser and try the new delete functionality.

## Search by name

In this last exercise, you learn to chain Observable operators together so you can minimize the number of similar HTTP requests and consume network bandwidth economically.

You will add a heroes search feature to the Dashboard. As the user types a name into a search box, you'll make repeated HTTP requests for heroes filtered by that name. Your goal is to issue only as many requests as necessary.

#### HeroService.searchHeroes

Start by adding a searchHeroes method to the HeroService.

src/app/hero.service.ts

content\_copy/\* GET heroes whose name contains search term \*/

searchHeroes(term: string): Observable<Hero[]> {

if (!term.trim()) {

// if not search term, return empty hero array.

return of([]);

}

return this.http.get<Hero[]>(`api/heroes/?name=${term}`).pipe(

tap(\_ => this.log(`found heroes matching "${term}"`)),

catchError(this.handleError<Hero[]>('searchHeroes', []))

);

}

The method returns immediately with an empty array if there is no search term. The rest of it closely resembles getHeroes(). The only significant difference is the URL, which includes a query string with the search term.

### Add search to the Dashboard

Open the DashboardComponent template and Add the hero search element, <app-hero-search>, to the bottom of the DashboardComponent template.

src/app/dashboard/dashboard.component.html

content\_copy<h3>Top Heroes</h3>

<div class="grid grid-pad">

<a \*ngFor="let hero of heroes" class="col-1-4"

routerLink="/detail/{{hero.id}}">

<div class="module hero">

<h4>{{hero.name}}</h4>

</div>

</a>

</div>

<app-hero-search></app-hero-search>

This template looks a lot like the \*ngFor repeater in the HeroesComponent template.

Unfortunately, adding this element breaks the app. Angular can't find a component with a selector that matches <app-hero-search>.

The HeroSearchComponent doesn't exist yet. Fix that.

### Create HeroSearchComponent

Create a HeroSearchComponent with the CLI.

content\_copyng generate component hero-search

The CLI generates the three HeroSearchComponent and adds the component to the `AppModule' declarations

Replace the generated HeroSearchComponent template with a text box and a list of matching search results like this.

src/app/hero-search/hero-search.component.html

content\_copy<div id="search-component">

<h4>Hero Search</h4>

<input #searchBox id="search-box" (keyup)="search(searchBox.value)" />

<ul class="search-result">

<li \*ngFor="let hero of heroes$ | async" >

<a routerLink="/detail/{{hero.id}}">

{{hero.name}}

</a>

</li>

</ul>

</div>

Add private CSS styles to hero-search.component.css as listed in the final code review below.

As the user types in the search box, a keyup event binding calls the component's search() method with the new search box value.

### AsyncPipe

As expected, the \*ngFor repeats hero objects.

Look closely and you'll see that the \*ngFor iterates over a list called heroes$, not heroes.

content\_copy<li \*ngFor="let hero of heroes$ | async" >

The $ is a convention that indicates heroes$ is an Observable, not an array.

The \*ngFor can't do anything with an Observable. But there's also a pipe character (|) followed by async, which identifies Angular's AsyncPipe.

The AsyncPipe subscribes to an Observable automatically so you won't have to do so in the component class.

### Fix the HeroSearchComponent class

Replace the generated HeroSearchComponent class and metadata as follows.

src/app/hero-search/hero-search.component.ts

content\_copyimport { Component, OnInit } from '@angular/core';

import { Observable } from 'rxjs/Observable';

import { Subject } from 'rxjs/Subject';

import { of } from 'rxjs/observable/of';

import {

debounceTime, distinctUntilChanged, switchMap

} from 'rxjs/operators';

import { Hero } from '../hero';

import { HeroService } from '../hero.service';

@Component({

selector: 'app-hero-search',

templateUrl: './hero-search.component.html',

styleUrls: [ './hero-search.component.css' ]

})

export class HeroSearchComponent implements OnInit {

heroes$: Observable<Hero[]>;

private searchTerms = new Subject<string>();

constructor(private heroService: HeroService) {}

// Push a search term into the observable stream.

search(term: string): void {

this.searchTerms.next(term);

}

ngOnInit(): void {

this.heroes$ = this.searchTerms.pipe(

// wait 300ms after each keystroke before considering the term

debounceTime(300),

// ignore new term if same as previous term

distinctUntilChanged(),

// switch to new search observable each time the term changes

switchMap((term: string) => this.heroService.searchHeroes(term)),

);

}

}

Notice the declaration of heroes$ as an Observable

content\_copyheroes$: Observable<Hero[]>;

You'll set it in ngOnInit(). Before you do, focus on the definition of searchTerms.

### The searchTerms RxJS subject

The searchTerms property is declared as an RxJS Subject.

content\_copyprivate searchTerms = new Subject<string>();

// Push a search term into the observable stream.

search(term: string): void {

this.searchTerms.next(term);

}

A Subject is both a source of observable values and an Observable itself. You can subscribe to a Subject as you would any Observable.

You can also push values into that Observable by calling its next(value) method as the search() method does.

The search() method is called via an event binding to the textbox's keystroke event.

content\_copy<input #searchBox id="search-box" (keyup)="search(searchBox.value)" />

Every time the user types in the textbox, the binding calls search() with the textbox value, a "search term". The searchTerms becomes an Observable emitting a steady stream of search terms.

### Chaining RxJS operators

Passing a new search term directly to the searchHeroes() after every user keystroke would create an excessive amount of HTTP requests, taxing server resources and burning through the cellular network data plan.

Instead, the ngOnInit() method pipes the searchTerms observable through a sequence of RxJS operators that reduce the number of calls to the searchHeroes(), ultimately returning an observable of timely hero search results (each a Hero[]).

Here's the code.

content\_copythis.heroes$ = this.searchTerms.pipe(

// wait 300ms after each keystroke before considering the term

debounceTime(300),

// ignore new term if same as previous term

distinctUntilChanged(),

// switch to new search observable each time the term changes

switchMap((term: string) => this.heroService.searchHeroes(term)),

);

* debounceTime(300) waits until the flow of new string events pauses for 300 milliseconds before passing along the latest string. You'll never make requests more frequently than 300ms.
* distinctUntilChanged ensures that a request is sent only if the filter text changed.
* switchMap() calls the search service for each search term that makes it through debounce and distinctUntilChanged. It cancels and discards previous search observables, returning only the latest search service observable.

With the switchMap operator, every qualifying key event can trigger an HttpClient.get() method call. Even with a 300ms pause between requests, you could have multiple HTTP requests in flight and they may not return in the order sent.

switchMap() preserves the original request order while returning only the observable from the most recent HTTP method call. Results from prior calls are canceled and discarded.

Note that canceling a previous searchHeroes() Observable doesn't actually abort a pending HTTP request. Unwanted results are simply discarded before they reach your application code.

Remember that the component class does not subscribe to the heroes$ observable. That's the job of the AsyncPipe in the template.

#### Try it

Run the app again. In the Dashboard, enter some text in the search box. If you enter characters that match any existing hero names, you'll see something like this.

![Hero Search Component](data:image/png;base64,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)

## Final code review

Your app should look like this live example / download example.

Here are the code files discussed on this page (all in the src/app/ folder).

#### HeroService, InMemoryDataService, AppModule

hero.service.ts

in-memory-data.service.ts

app.module.ts

content\_copy

1. import { Injectable } from '@angular/core';
2. import { HttpClient, HttpHeaders } from '@angular/common/http';
4. import { Observable } from 'rxjs/Observable';
5. import { of } from 'rxjs/observable/of';
6. import { catchError, map, tap } from 'rxjs/operators';
8. import { Hero } from './hero';
9. import { MessageService } from './message.service';
11. const httpOptions = {
12. headers: new HttpHeaders({ 'Content-Type': 'application/json' })
13. };
15. @Injectable()
16. export class HeroService {
18. private heroesUrl = 'api/heroes'; // URL to web api
20. constructor(
21. private http: HttpClient,
22. private messageService: MessageService) { }
24. /\*\* GET heroes from the server \*/
25. getHeroes (): Observable<Hero[]> {
26. return this.http.get<Hero[]>(this.heroesUrl)
27. .pipe(
28. tap(heroes => this.log(`fetched heroes`)),
29. catchError(this.handleError('getHeroes', []))
30. );
31. }
33. /\*\* GET hero by id. Return `undefined` when id not found \*/
34. getHeroNo404<Data>(id: number): Observable<Hero> {
35. const url = `${this.heroesUrl}/?id=${id}`;
36. return this.http.get<Hero[]>(url)
37. .pipe(
38. map(heroes => heroes[0]), // returns a {0|1} element array
39. tap(h => {
40. const outcome = h ? `fetched` : `did not find`;
41. this.log(`${outcome} hero id=${id}`);
42. }),
43. catchError(this.handleError<Hero>(`getHero id=${id}`))
44. );
45. }
47. /\*\* GET hero by id. Will 404 if id not found \*/
48. getHero(id: number): Observable<Hero> {
49. const url = `${this.heroesUrl}/${id}`;
50. return this.http.get<Hero>(url).pipe(
51. tap(\_ => this.log(`fetched hero id=${id}`)),
52. catchError(this.handleError<Hero>(`getHero id=${id}`))
53. );
54. }
56. /\* GET heroes whose name contains search term \*/
57. searchHeroes(term: string): Observable<Hero[]> {
58. if (!term.trim()) {
59. // if not search term, return empty hero array.
60. return of([]);
61. }
62. return this.http.get<Hero[]>(`api/heroes/?name=${term}`).pipe(
63. tap(\_ => this.log(`found heroes matching "${term}"`)),
64. catchError(this.handleError<Hero[]>('searchHeroes', []))
65. );
66. }
68. //////// Save methods //////////
70. /\*\* POST: add a new hero to the server \*/
71. addHero (hero: Hero): Observable<Hero> {
72. return this.http.post<Hero>(this.heroesUrl, hero, httpOptions).pipe(
73. tap((hero: Hero) => this.log(`added hero w/ id=${hero.id}`)),
74. catchError(this.handleError<Hero>('addHero'))
75. );
76. }
78. /\*\* DELETE: delete the hero from the server \*/
79. deleteHero (hero: Hero | number): Observable<Hero> {
80. const id = typeof hero === 'number' ? hero : hero.id;
81. const url = `${this.heroesUrl}/${id}`;
83. return this.http.delete<Hero>(url, httpOptions).pipe(
84. tap(\_ => this.log(`deleted hero id=${id}`)),
85. catchError(this.handleError<Hero>('deleteHero'))
86. );
87. }
89. /\*\* PUT: update the hero on the server \*/
90. updateHero (hero: Hero): Observable<any> {
91. return this.http.put(this.heroesUrl, hero, httpOptions).pipe(
92. tap(\_ => this.log(`updated hero id=${hero.id}`)),
93. catchError(this.handleError<any>('updateHero'))
94. );
95. }
97. /\*\*
98. \* Handle Http operation that failed.
99. \* Let the app continue.
100. \* @param operation - name of the operation that failed
101. \* @param result - optional value to return as the observable result
102. \*/
103. private handleError<T> (operation = 'operation', result?: T) {
104. return (error: any): Observable<T> => {
106. // TODO: send the error to remote logging infrastructure
107. console.error(error); // log to console instead
109. // TODO: better job of transforming error for user consumption
110. this.log(`${operation} failed: ${error.message}`);
112. // Let the app keep running by returning an empty result.
113. return of(result as T);
114. };
115. }
117. /\*\* Log a HeroService message with the MessageService \*/
118. private log(message: string) {
119. this.messageService.add('HeroService: ' + message);
120. }
121. }

#### HeroesComponent

heroes/heroes.component.html

heroes/heroes.component.ts

heroes/heroes.component.css

content\_copy

1. <h2>My Heroes</h2>
3. <div>
4. <label>Hero name:
5. <input #heroName />
6. </label>
7. <!-- (click) passes input value to add() and then clears the input -->
8. <button (click)="add(heroName.value); heroName.value=''">
9. add
10. </button>
11. </div>
13. <ul class="heroes">
14. <li \*ngFor="let hero of heroes">
15. <a routerLink="/detail/{{hero.id}}">
16. <span class="badge">{{hero.id}}</span> {{hero.name}}
17. </a>
18. <button class="delete" title="delete hero"
19. (click)="delete(hero)">x</button>
20. </li>
21. </ul>

#### HeroDetailComponent

hero-detail/hero-detail.component.html

hero-detail/hero-detail.component.ts

content\_copy<div \*ngIf="hero">

<h2>{{ hero.name | uppercase }} Details</h2>

<div><span>id: </span>{{hero.id}}</div>

<div>

<label>name:

<input [(ngModel)]="hero.name" placeholder="name"/>

</label>

</div>

<button (click)="goBack()">go back</button>

<button (click)="save()">save</button>

</div>

#### HeroSearchComponent

hero-search/hero-search.component.html

hero-search/hero-search.component.ts

hero-search/hero-search.component.css

content\_copy

1. <div id="search-component">
2. <h4>Hero Search</h4>
4. <input #searchBox id="search-box" (keyup)="search(searchBox.value)" />
6. <ul class="search-result">
7. <li \*ngFor="let hero of heroes$ | async" >
8. <a routerLink="/detail/{{hero.id}}">
9. {{hero.name}}
10. </a>
11. </li>
12. </ul>
13. </div>